
Supporting Scenario Evolution*
Karin Koogan Breitman† Julio Cesar Sampaio do Prado Leite† Daniel M. Berry§
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ABSTRACT

Scenarios have been shown to be very helpful in identifying and communicating about requirements for

computer-based systems (CBSs). However, they appear not to be applicable to the rest of the CBS development

process. Making scenarios more useful for the entire software development lifecycle requires integration of

scenarios to other representations used during CBS development. This integration is achieved with tracing technol-

ogy. Having integrated scenarios into the entire software development lifecycle creates the necessity to maintain

scenarios through the inevitable changes that they and other documents undergo and to subject them to configuration

management. We have prototyped automated support for full-lifecycle scenario management and have applied it to

some non-trivial systems.

1 INTRODUCTION

In recent years, a growing number of researchers have gravitated to the use of scenarios as a means to improve

communication among the stakeholders of a computer-based system (CBS) under construction. Scenarios have

been shown to be very helpful in identifying and communicating about requirements for CBSs [12, 51, 38, 13, 49].

1.1 Scenarios

In a nutshell, a scenario is an informal description of a situation [63] in a CBS’s environment and of a way that

the CBS can be used. Sutcliffe amplified this idea with by saying that a scenario is a collection of “facts describing

an existing system and its environment including the behavior of agents and sufficient context information to allow

discovery and validation of system requirements” [55].

This paper’s definition of “scenario” tries to capture a much bigger picture than in other treatments of either

scenarios or use cases. We capture also important information about the environment, the stakeholders, and the rela-

tionships between these even before the requirements of the CBS are elicited.

Every bit of information needed to describe a situation or desired action of the CBS is in the situation’s scenario

specification. Each scenario specification thus specifies a whole set of scenario instances or scenario outcomes.

iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
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When this paper talks about relationships between scenarios, it is talking about relationships between the whole sets

of outcomes and not between the outcomes. Thus, what this paper calls “scenario” is closer to what is often called

“use case” in the literature. An instance of a scenario, what this paper calls a “scenario outcome” is often called a

“scenario” in the literature.

The specification of a scenario is composed of several elements:

g title,

g context,

g resources,

g actors,

g goals,

g episodes, and

g exceptions,

each of which contains mainly natural language text. The title identifies the scenario. The context gives at least one

of a physical location at which, a time during which, or a precondition upon which the scenario executes. The

resources are the physical objects or information that must be available for the scenario to execute. The actors are

the persons, organizations, devices, or other systems that have roles in the scenario. Each actor is a role, and several

actors may reside in one person, organization, device, or system. The goals must be satisfied by the execution of the

episodes. The episodes represent the main course of action of the scenario, but include also variations and alterna-

tives. While executing episodes, exceptions may arise, signaling obstacles to achieving the goals. What episodes do

is called behavior [39].

Episodes are related to steps of a scenario outcome as scenarios are related to scenario outcomes. That is, each

episode is an abstraction of a step just as a scenario is an abstraction of a scenario outcome.

There are three “database”s that figure in the discussion. The first is the Scenario Base (SB) in which all ver-

sions of all scenarios needed for the development of one CBS are stored. The second is the Requirements Baseline

(RBL) in which all artifacts, including the SB, that are needed for requirements engineering for the development of

one CBS are stored. The third are the database systems that are used to implement the others. Since the first two

kinds have their own specific names, the third kind are called just databases.

1.2 Problems with the Use of Scenarios

The inherent informality of scenarios allows them to be used without methodological or tool support. This fact

can be both an advantage and a disadvantage. It is an advantage because no special notation is needed to express

them, and users can read them without any special training. It is a disadvantage because systematic use of scenarios

is made more difficult.

Scenarios, like other artifacts, persist throughout the lifecycle of a CBS [29, 27, 45, 12, 34, 51, 54, 38, 42, 2, 21,

60, 13]. Thus, it is only natural that they undergo change, that they evolve, during the CBS development process.
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These changes are mostly the result of gains in understanding of the CBS to be built [62]. They are manifested as

additions to, subtractions from, or changes to scenario contents. Thus, it is necessary to manage the evolution of

scenarios.

In reality, scenario evolution is a very complex process that goes beyond the creation of new versions. Typi-

cally scenarios merge, divide, and compose with other scenarios, making overall understanding difficult and imped-

ing the tracing* of their contents [31]. Weidenhaupt et al describe the difficulty of maintaining consistency among

many scenario versions and the lack of support for change management [60]. Rolland et al observe that currently

available scenario representations are deficient in providing for a process in which scenarios can be created and

managed [50].

Thus, tracing is as important for scenarios as for other software artifacts. It is necessary to capture information

on the decision making process or record authorship and responsibility for the scenarios. This information is crucial

to maintain requirements traceability, both backward, to the sources of the requirements, and forward, as the

development process takes its course.

1.3 Our Approach to Solve the Problems

To understand how to use scenarios effectively and to understand scenario evolution in practice, we have con-

ducted a number of empirical case studies that shed light on the complexities of scenario evolution. Some prelim-

inary findings, mostly regarding scenario relationships, have already been reported [10, 9, 11]. The contribution of

these earlier works is condensed in the scenario evolution taxonomy that describes all observed relationships

between and operations on scenarios.

These studies have allowed us to produce the Scenario Evolution Model (SEM), a model of scenario-based

CBS development that explains the dynamics of CBS development in general, while providing a multiple tier

approach to scenario evolution, based on a set of operations and relationships. Based on this model, we see an

organization of scenarios, an architectural framework, the Scenario Evolution Framework (SEF), that allows a sys-

tematic, customizable approach to scenario evolution. The SEF is based on domain knowledge embodied in the

SEM and takes into consideration other CBS management issues, such as version and configuration management

and tracing. It can be used in any open-ended, general CBS development environment and can be tailored, through

the use of hot spots, to specific user needs.

We have taken the SEF as requirements and have built a prototype of a tool, the SET (Scenario Evolution

Tool), that meets these requirements and provides automated support to scenario evolution. It is available for down-

load from [53]. We describe our approach though examples derived from a case study. These examples were gen-

erated with the aid of the SET. We have validated the SET’s effectiveness by using it to manage scenarios for a

life-like, non-trivial application and for a real-life, non-trivial application.

iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii

* We use the correct term for the process, “tracing” [32], rather than the more popular, but incorrect term “traceability”, which
means only “the ability to trace”.
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1.4 Outline of the Rest of the Paper

Section 2 describes one case study from which the SEM was derived. Its subsections describe specific opera-

tions on scenarios that were carried out during the development of one particular CBS. Section 3 details the SEM

and its implications for the SEF. Section 4 describes at length the SEF, which provides requirements for the SET.

Section 5 introduces the SET, its structure, and its instantiation to deal with a particular SEF. Section 6 compares

our work to other work, and Section 7 concludes the paper.

The contributions of this paper are the SEF and the prototype SET. To justify the SEF and the functionality of

the SET, it is necessary to review lessons learned from case studies of scenario-based CBS development and to

review a SEM derived from the lessons learned.

The original work was done in Portuguese, in which the word for scenario is “cenário”. Consequently, in

figures and in the explanatory text, scenarios are often called “Cn”. Also, when the contents of a scenario is not crit-

ical to understanding the concept being discussed, that scenario is called by a non-meaningful name or number, e.g.

“C5” or “11”.

Due to space limitations, many details are omitted in favor of focusing on the lessons learned. Fuller details are

always available in Breitman’s Ph.D. dissertation [7].

2 SCENARIO EVOLUTION CASE STUDY

This section presents the case study we use to build the scenario evolution taxonomy and framework. The case

study was first presented during a requirements engineering workshop at Schloß Dagstuhl, Germany in June 1999

[20] and describes a CBS, called the Light Control System (LCS) whose job is to control the lighting of the Com-

puter Science Department building at Universität Kaiserslautern. The complete description of the LCS can be found

in: http://rn.informatik.uni-kl.de/˜recs/problem/

The case study had us taking a set of scenarios for the problem through a total of eight releases, Rel 1, Rel 2, ...,

and Rel 8. The scenarios are stored in a special database called the Scenario Base (SB). The first three releases

were specifications, Spec I, Spec II, and Spec III. The next three releases were designs, Design I, Design II, and

Design III. The last two releases were implementations, Impl I and Impl II. These names are alternate names for Rel

1, Rel 2, ..., and Rel 8. The process leading to Rel n starting from nothing, in the case n=1, or from Rel n−1, in all

other cases, is called Transition n. Thus, for example, Transition 2 leads to Rel 2, also known as Spec II, as a

modification of Rel 1, also known as Spec I.

Each artifact, including scenarios, undergoes changes. Each new version of an artifact gets a name which com-

bines the artifact name and a version number. Thus, Version 3 of Scenario 4 is called Scenario 4.3. Not every

artifact is changed in each release. Thus, the version of an artifact may be the same across several releases.

Subsection 2.1 gives definitions of relationships between scenarios and of operations on scenarios whose impor-

tance became apparent during the case studies. Subsection 2.2 gives a general statistical overview of the evolution

of the scenarios of the case study. The remaining subsections consider the details of this evolution. Subsection 2.3
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discusses evolution during the transition from one release to the next, Subsection 2.4 discusses evolution of a

scenario across transitions, and Subsection 2.5 discusses the joint evolution of a scenario and its related artifacts.

Thus, the case studies served as a vehicle for requirements engineering for the scenario evolution system described

in the later sections of this paper.

In these subsections, we are trying to give the reader a feeling for the varieties of relationships and operations

that come to play during scenario evolution and that must be supported by any scenario evolution system. For con-

creteness, we use data from the LCS case study. The same case study will feature in the later descriptions of the pro-

totype tool. In an effort to give what must be a global view, we try to ignore the interior details of the scenarios

involved. However, to explain why a relationship exists or why or how an operation is done, we sometimes need to

expose a few details of the interiors of the scenarios involved. We hope that just the everyday understanding of

words are sufficient to make the explanations clear. Readers with more curiosity about the details should consult

Breitman’s Ph.D. dissertation [7].

2.1 Scenario Relationships and Operations

In order to make this paper self contained, this subsection gives brief definitions of a variety of scenario rela-

tionships and operations. Fuller definitions and some examples are available elsewhere [8].

A scenario is connected to other scenarios in an intricate and complex network of relationships. In the course of

the case studies, we have identified eight types of possible relationships, many based on a more fundamental rela-

tionship, coincidence, between scenarios and between corresponding scenario elements.

Two scenarios are said to present coincidence if, in the judgement of requirements engineer making the deci-

sion, there is a total or a sufficient partial match between corresponding elements of the scenarios’ specifications.

Two corresponding elements of two scenarios are said to present coincidence if, in the judgement of requirements

engineer making the decision, there is a total or a sufficient partial match between the elements’ contents.

1. A set of scenarios complement each other if they share a goal and present some coincidence in their contexts and

resources. These scenarios should present also a lot of coincidence among their actors and episodes. Also, a set

of scenarios that together serve a larger goal are considered complement each other.

2. A set of scenarios are equivalent to each other if they share a goal and present some coincidence in their con-

texts. The scenarios of the set are equivalent but not complementing if the scenarios of the set fail to present

coincidence in their resources. Equivalent scenarios should present also a lot of coincidence among their actors

and episodes.

3. Scenario A is contained in Scenario B if the context of A is fully contained within or is the same as the context of

B. The two scenarios may present resource coincidence and should present a lot of coincidence among actors. At

least one episode of A must be an episode of B.

4. Scenario A is a precondition of Scenario B if A appears in the context of B. Moreover, the two scenarios must

present coincidence of at least one actor and they may present coincidence among episodes. The precondition
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relationship is unique in that it allows some temporal aspect to be incorporated into a static relationship graph. It

allows defining an execution sequence for scenarios and specifying that a specific scenario has to be completed

before beginning another.

5. Scenario A detours to Scenario B if there is exceptional behavior in A that causes suspension of A, execution of

B, and then resumption of A.

6. Scenario B is an exception for Scenario A if there is exceptional behavior in A that causes termination of A and

execution of B.

7. Scenario B is included in Scenario A if B if during execution of A, execution of A is suspended, B is executed,

and then execution of A is resumed, and if B is an independent scenario that contains behavior common to a

number of other scenarios. The include relationship was proposed by Grady Booch and others in the context of

use cases [5]. If the information in B were not isolated into a separate scenario, that information would have to

be replicated in all including scenarios. Inclusion serves as a means to reduce overall redundancy in the design.

8. Scenario A is a possible preceder for Scenario B if A may or may not happen, but if A happens, it happens before

B does. A is not a precondition of B, because A being a precondition of B implies that if A never happens, neither

does B.

It is unfortunate that the properties of coincidence, complementation, and equivalence depend so much on

human judgement and cannot be defined more objectively. However, the elements of a scenario specification are

written in natural language, and these properties are judged in early stages of requirements engineering when many

details are unknown or poorly understood or expressed. Therefore, there is no way other than by human judgement

to measure coincidence, complementation, and equivalence.

The above defined relationships are static in the sense that each is described in terms of the internal component

structures of the related scenarios. The fact that the relationships depend mostly only on the structure of scenarios

facilitates automated assistance for the detection of relationships, a necessity for building a scenario evolution tool.

As a matter of fact, the SET implements semi-automatic relationship detection based on similarity measures that are

described by Breitman and Leite [8].

The scenario operations, on the other hand, describe the dynamics of scenario evolution. We make a distinction

between an interscenario operation that involves two or more scenarios and an intrascenario operation that effects

the contents of a single scenario. The operations reflect the complexities involved in the evolutionary process, mak-

ing it clear that the scenarios do not evolve in an organized and linear fashion but, more likely, are merged and split

and combined in a very haphazard way. Among the interscenario operations, the first group of operations, Split, M-

Split, Specialize, and Extend, deal with information distribution among two or more scenarios.

1. Splitting separates one scenario into two or more independent scenarios. A split may be necessary during evolu-

tion to break a big block of information into smaller, more manageable pieces. Sometimes, design and coding

decisions force an artificial division of the information in one scenario into several scenarios.

2. M-splitting is an extension of splitting that aims to isolate some basic behavior that is present in several
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scenarios into a single, independent includable scenario in order to reduce redundancy.

3. Specialization of a scenario limits the scenario’s possible outcomes or restricts the scenario to a more particular

context.

4. Extension of a scenario extends the scenario’s possible outcomes or extends the scenario to a larger context.

Clearly, each of specialization and extension is the other’s opposite.

The second group of interscenario operations, Fuse, Encapsulate, and Consolidate, are opposites of Split.

1. Fusion of a set scenarios is done when the when the overlap between the scenarios of the set is too great. The

result is a single scenario that combines the behavior of all the scenarios of the set.

2. Encapsulation is the result of the union of two scenarios that have a weak overlap into a single scenario that usu-

ally resembles one of the initial scenarios, with the other scenario taking a less important role.

3. Consolidation unites two scenarios when one is contained in the other. This operation is usually done to elim-

inate redundancy.

The third group of interscenario operations is Exclude and Add.

1. Exclusion is the removal of a scenario from the scenario base.

2. Addition is creation of a new scenario and its inclusion into the scenario base.

The intrascenario operations are Include, Modify, and Remove.

1. Inclusion adds new contents to an existing scenario.

2. Modification changes the contents of an existing scenario.

3. Exclusion removes contents of an existing scenario.

Any viable scheme for scenario evolution needs to document and otherwise deal with these scenario relationships

and operations.

2.2 Statistics

Table 1 gives some important statistics about the eight releases. From this table, we observe that the number of

scenarios in the SB at each release diminishes and stabilizes with advancing time. The initial set of scenarios was

derived from the Language Extended Lexicon (LEL) [36] of the problem through application of a scenario-

generation heuristic [40] that systematically generates a large number of scenarios containing much redundant infor-

mation. We were able to refine this initial set into a smaller set as we gained greater understanding of the problem.

From the Spec III release on, the number of scenarios in the SB at each release remained essentially constant. The

initial set of changes were mostly interscenario and changed the number of scenarios in the SB, by excluding or

adding scenarios or combining several. These mostly external changes gave way over time to changes that were

mostly intrascenario and that did not change the number of scenarios in the SB. The last two columns of the table

show the numbers of each type of operation carried out in each of the eight releases. For any row, the sum of these

two column entries add up to the entry in the fourth column from the right.
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iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Transition Release No. of No. of No. of Scenarios No. of Inter- No. of Intra-

Scenarios Relationships Operations per scenario scenario
Performed Operation Ops. Perf. Ops. Perf.iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii

Transition I Spec I 23 21 23 1 23 0iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Transition II Spec II 17 16 9 1.9 7 2iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Transition III Spec III 10 14 5 2 3 2iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Transition IV Design I 10 14 10 1 0 10iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Transition V Design II 11 15 7 1.6 1 6iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Transition VI Design III 10 11 7 1.4 1 6iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Transition VII Impl I 7 4 5 1.4 4 1iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Transition VIII cc

c
c
c
c
c
c
c
c
c
c
c
c
c
c

Impl II 7 5 7 1 0 7iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Totals 96 100 73 — 39 34iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiic

c
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c
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c
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Table 1: Statistics about Operations

Any viable scenario evolution scheme will have to be able to carry out all of these intra- and interscenario opera-

tions on the SB.

2.3 Evolution of Scenarios During a Transition to the Next Release

This subsection details the evolution of scenarios during one transition, namely Transition II, from one release

to the next. For each operation performed in the transition, we examine what happens with each of the participating

scenarios and try to determine parallels with the relationships held by the same scenarios before the operation was

applied. We chose Transition II, from the release of Spec I to the release of Spec II, as the example for discussion,

because this transition required both intra- and interscenario operators and is the most illustrative. Recall that release

Spec I is the result of the application of scenario extraction heuristics to the LEL for the LCS application. Transition

II was aimed at reducing the redundancy in, correcting, and reorganizing the information contained in the scenarios

in the SB at the release of Spec I.

13.1 14.1 15.1 16.1 17.1 18.1 19.1 20.1 21.1 22.1 23.1

1.2 4.1 5.1

12.11.1 2.1 3.1 4.1 5.1 6.1 7.1 8.1 9.1 10.1 11.1

6.1

V

VI

VII VIII IX

Encapsulate: I Fuse: II III VIII Include: IV V Delete: VI M-split: VII Split: IX

2.2 3.2

V
er

si
on

IV

26.1 27.1 28.1 29.124.1 25.111.2 12.1 13.2 14.1 15.1

Release

I II III

Figure 1: Operations Performed During Transition II

In Figure 1, the Spec II scenarios in clear boxes suffered no contents change during Transition II, while those in

shaded boxes were the result of the application of some scenario creating or changing operation. A given scenario

does not necessarily have to be changed in any one transition. Thus, a single version of one scenario may belong to
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more than one release. Each of Scenarios 4.1, 5.1, 6.1, 12.1, 14.1, and 15.1 belongs to both releases Spec I and Spec

II.

Of the nine operations illustrated in Figure 1, two are intrascenario, and the remaining seven are interscenario.

The two intrascenario operations are Includes, and of the seven interscenario operations, one is Encapsulate, three

are Fuses, two are Splits, and one is Delete. Table 2 summarizes these operations, the scenarios involved and their

results.

iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Operation Identity Involved Count of Resulting Count of Type
Name Number Scenarios Involved Scenarios Resulting

Scenarios Scenariosiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Encapsulation I 1.1, 16.1 2 1.2 1 Interscenarioiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Fusion II 2.1, 7.1, 8.1, 5 2.2 1 Interscenario

9.1, 18.1iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Fusion III 3.1, 10.1 17.1, 3 3.2 1 Interscenarioiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Inclusion IV 11.1 1 11.2 1 Intrascenarioiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Inclusion V 13.1 1 13.2 1 Intrascenarioiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Removal VI 19.1 1 — 0 Interscenarioiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
M-Split VII 20.1 1 24.1, 25.1, 26.1 3 Interscenarioiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Fusion VIII 21.1, 22.1 2 27.1 1 Interscenarioiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Split IX 23.1 1 28.1, 29.1 2 Interscenarioiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiicc

c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c

cc
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
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c
c
c
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c
c
c
c
c
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c
c
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c
c
c
c
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c
c
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c
c

cc
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c

cc
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c

cc
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c

cc
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c
c

Table 2: Details of Transition II Operations

It is important to note the variety of the operations in Table 2. Some are intrascenario and do not change the

number of scenarios in the SB. Some others are interscenario and work generally towards reducing the number of

scenarios. Several scenarios disappeared during the transition as a result of contraction operations. The operations

numbered I, II, III, VI, and VIII resulted in the removal of Scenarios 7.1, 8.1, 9.1, 10.1, 16.1, 17.1, 18.1, 19.1, 20.1.

21.1, 22.1, and 23.1. Note that only the labels of these scenarios have disappeared. Most of the information con-

tained in most disappearing scenarios was moved into other existing scenarios or into brand new scenarios. Opera-

tion I incorporated the contents of Scenario 16.1 into Scenario 1.2, and Operation VII moved the contents of

Scenario 20.1 into the new Scenarios 24.1, 25.1, and 26.1. Other operations resulted in the creations of new

scenarios that did not exist in previous releases. Operation VIII fused the contents of Scenarios 21.1 and 22.1 into

the new Scenario 27.1 and removed Scenarios 21.1 and 22.1 as no longer necessary because their contents are in the

newly created Scenario 27.1. Operation IX split Scenario 23.1 to create Scenarios 28.1 and 29.1 and effectively

removed the input scenario.

Let us consider the relationships among the scenarios in release Spec I. There is a connection between the rela-

tionships holding among the scenarios and the choice of operations performed on these scenarios. Figure 2 shows

the relationships among the scenarios in Spec I, the input to Transformation I.

Operation I, Encapsulate, involves two equivalent scenarios. This kind of relationship is observed among

scenarios that share the same goal at the same time and in the same context frames. In most cases, the same actors

9



are involved among the scenarios and sometimes even among the episodes. Encapsulation is normally applied to

reduce redundancy in the SB. That the scenarios involved in the operation have equivalent contents is enough to jus-

tify applying the operation. For example Scenario 1.1, “malfunction occurs”, and Scenario 16.1, “malfunction”, are

encapsulated into Scenario 1.2, “malfunction occurs”.

Release Spec. I
1.1 malfunction occurs 13.1 user leaves room
2.1 outdoor sensor out of order 14.1 user leaves hallway section
3.1 motion detector out of order 15.1 control light groups
4.1 turn on lights manually in a room 16.1 malfunction
5.1 turn on lights manually in a hallway section 17.1 malfunction of the motion detector occurs
6.1 use the control panel 18.1 malfunction of the outdoor light sensor occurs
7.1 inform facility manager of malfunction 19.1 turn lights on
8.1 find reason for malfunction 20.1 turn lights off
9.1 inform user of outdoor light sensor 21.1 user dim lights

10.1 inform user of outdoor light sensor malfunction 22.1 user augments light intensity
11.1 user occupies room 23.1 define light scene
12.1 user occupies hallway section

2.1

7.1

21.1

6.119.1

4.1
20.1 5.1

11.1

13.1

12.1

14.1

3.1

17.1

16.1

1.1

8.1

18.1

22.123.19.1

10.1

15.1

LEGEND

Containment

Possible Precedence

Complement

Precondition

Equivalence

Figure 2: Relationships Among Scenarios in Spec I

Operation III is a Fuse of Scenarios 17.1 and 3.1 and 10.1. Scenarios 17.1 and 3.1 are complementary and

Scenario 10.1 is contained in Scenario 3.1. The goal of a fusion is to unite scenarios that contain procedures that

share data and and have disjoint but complementary behavior. In this case, one scenario detects a condition, the

second contacts the responsible person, and the third deals with malfunction arising from the condition. Sometimes

scenarios seem to negate each other, e.g., as do “reduce lighting” and “increase lighting”. However, if they act

under disjoint contexts, and there is a single parameterized abstraction that captures both behaviors, e.g., “change

lighting(direction)”, then they can be fused into a single scenario named after the parameterized abstraction. Such is

the case in Operation VIII.

Any useful scenario evolution system will need to allow documenting relationships among scenarios to allow

10



users to see which operations to perform in a transition to the next release.

2.4 Evolution of a Scenario across Releases

This subsection examines the evolution of a single scenario through all releases of the CBS. Scenario 11, “user

occupies room” (UOR), is the subject of the discussion, because it suffers both inter- and intrascenario evolution.

Figure 3 shows this scenario’s evolution. Some versions of this scenario appear in more than one release. For exam-

ple, Version 2 appears in releases Spec II and Design I, and Version 3 appears in releases Design I and Design II.

Release

V
er

si
on

11.1

11.2

11.3

11.4 12.5

35.1

35.2

Modification

Input

Modification

Fusion

Modification

Design II

Design I

Spec III

Spec II

Impl I

Spec I

Design III

Impl II

Figure 3: Evolution of Scenario 11 Through all Releases

The history of any scenario should be visible through the proposed SET. Figure 4 shows the information

comprising the history of the scenario UOR. This information includes for each version of the scenario (1) data

about the creation of the scenario version, i.e., the creation date, author, and person responsible, (2) the rationale

behind the version, and (3) the contents of the version. (To save space in Figure 4, the figure indicates that the con-

tents of Versions 2 and 3 are those shown in Figure 5.) This historical information should be accessible in any

scenario evolution tool. The history of a scenario could be accessible via trace links from a simple list of the names

of the versions of the scenario, as illustrated in the central window in the top of Figure 13.

Figure 4 and the top two windows on the left side of Figure 5 show the information and the contents of the first

three versions of the UOR scenario. These windows are from the web site [53] for the case study. For each version

of a scenario, the information about the creation of the version is available together with a list of the releases in

which this version of the scenario participates. For example, the second version of Scenario 11 participates in the

releases Spec I and Spec II. Comparison of the contents of the two versions shows that not only were the contents

of the first version augmented, but they were also changed to produce the second version. In the first version,

Episodes 3 and 4 contradict each other, because they suggest that after T1 minutes, both the default and chosen light

scenes would be activated at the same time. The second version corrects this contradiction by giving different time

limits for the establishment of each light scene.

Any scenario evolution system worth its salt must be able to trace through the history of versions of each
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scenario in the SB.

Scenario: user occupies room
Version 1
iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii

First appeared in release: Spec.I Date of creation: 9/11/99 Author: user 3iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Appears in Release(s): Spec.Iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiic

c
c

c
c
c

c
c
c

c
c
c

Resulted from:iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Operation: Rationale: The scenario was derived using heuristics from the Person
includeiiiiiii Extended Lexicon of the Language Responsible: user 3iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiic

c
c

c
c
c

c
c
c

c
c
c

Contents:iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
user Scenario contents
occupies as in Version 1
room of Figure 5iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiic

c
c
c

c
c
c
c

c
c
c
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Scenario: user occupies room
Version 2
iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii

First appeared in release: Spec.II Date of creation: 10/3/99 Author: user 2iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Appears in Release(s): Spec.II Spec.IIIiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiic

c
c
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c

Resulted from:iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Operation: Rationale: We noticed some of the information in the scenario Person
inputiiiii was incorrect. We made proper corrections Responsible: user 4iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiic

c
c
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c
c

c
c
c

c
c
c

Contents:iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
user Scenario contents
occupies as in Version 2
room of Figure 5iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiic
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Scenario: user occupies room
Version 3
iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii

First appeared in release: Design.I Date of creation: 11/23/99 Author: user 2iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Appears in Release(s): Design.Iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiic

c
c

c
c
c

c
c
c

c
c
c

Can be traced to:iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Artefact: CRC Cardsiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Detail: The functionality of this scenario is distributed in the following cards
control paneliiiiiiiiiiiii, useriiii, and roomiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiicc

c
c
c

cc
c
c
c

Contents:iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
user Goal: establish the procedure for occupied roomiiiii
occupies Context: 4th floor of building 32iiiiiiiiiiiiiiiiiiii, motion detectoriiiiiiiiiiiiii in order, useriiii entered roomiiiii
room Resource: value T1iii, outdoor light sensoriiiiiiiiiiiiiiiiii last correct management value,

Default light sceneiiiiiiiiiiiiiiiii for this roomiiiii, Chosen light sceneiiiiiiiiiiiiiiiiii value,
Actors: useriiii, Central Control, outdoor light sensoriiiiiiiiiiiiiiiiii, Control paneliiiiiiiiiiii, roomiiiii
Episodes:
1. useriiii enters roomiiiii
2. In case of malfunctioniiiiiiiiiii, outdoor light sensoriiiiiiiiiiiiiiiiii sends last correct measurement to roomiiiii
3. useriiii chooses light sceneiiiiiiiiii using the Control paneliiiiiiiiiiii

Exception: user input is not reasonable
4. IF roomiiiii is reoccupied wihtin T1iii minutes THEN activate last Chosen light sceneiiiiiiiiiiiiiiiiii stored in roomiiiii
5. IF roomiiiii is reoccupied after T2iii minutes THEN activate Default light sceneiiiiiiiiiiiiiiiii stored in roomiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiicc

c
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Figure 4: History of Scenario “user occupies room” (UOR)

2.5 Evolution of Scenarios and Related Artifacts
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We have previously introduced the Requirements Baseline (RBL) [38], a structure that captures and manages

the evolution of all the artifacts generated during the lifecycle of one CBS. In this context, scenario evolution is only

one of the many managed processes whose artifacts are kept in the RBL. Several other processes unfold in parallel.

Among these is the evolution of the LEL, which is continually being updated in order to reflect changes to the CBS.

It is essential to trace the information contained in the scenarios, not only to other scenarios in the SB, but also

to other software artifacts, including object models, LEL entries, and CRC (Class, Responsibilities, Collaborators)

cards [61]. We distinguish between tracing to other scenarios and tracing to other software artifacts. The links of the

former kind are called homogeneous, and the links of the latter kind are called heterogeneous.

We use Scenario 11, UOR, as an example of this facet of scenario evolution. Version 3 of this scenario, shown

in Figure 4, appeared as a result of the updating operation performed for Release Design I. According to the “Can

be traced to:” window, the functionality of this scenario is distributed over the CRC cards for the control panel, the

user, and the room. There is a link from the scenario to each of the cards “control panel”, “user”, and “room”. Fig-

ure 6 shows these CRC cards.

iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii

Useriiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
Defines chosen light scene room
Enters or leaves room or hallway section control panel
set the value T1 of room hallway section
set the default light scene of room motion detector
set each ceiling light group of room outdoor light sensoriiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiicc

c
c
c
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c
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c

cc
c
c
c
c
c
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c
c
c
c
c
c
c

iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii

Roomiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
keep the outdoor light sensor measurements facility manager
store value T1 user
IF room is reoccupied within T1 minutes control panel

THEN activate last chosen light scene
IF room is reoccupied after T1 minutes

THEN activate default light scene
activate default light scene
store chosen light scene
store moment when person left the roomiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiicc

c
c
c
c
c
c
c
c
c
c
c
c

cc
c
c
c
c
c
c
c
c
c
c
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c
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c
c
c
c
c
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c

iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii

Control Paneliiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii
IF user input is not reasonable user

THEN system issues a warning facility manageriiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiicc
c
c
c

c
c
c

cc
c
c
c

Figure 6: CRC Cards for Third Version of Scenario UOR

Recall that we built the scenarios starting from the LEL. Thus, some tracing comes automatically. The contents

of the scenarios end up naturally linked to the relevant terms in the LEL. For other artifacts, the CRC cards for

instance, tracing demands more effort, because the links have to be manually created.

In Figure 5, some of the terms or expressions in the scenario contents are underlined. An underlined term or

expression has an entry in the LEL, and the underlined word or expression is a link to that entry. Figure 5 shows

also the LEL entries for several terms appearing in different versions of scenario UOR. In the SB, the figure’s arrow

13



between an underlined term and the bulb containing its LEL entry would be a tracing link.

As previously mentioned, the LEL is evolving constantly, as are the scenarios. Thus, the definitions of the terms

also suffer modifications during CBS development. To illustrate this evolution, we show the evolution of the term

“room” in Figure 5. We use Versions 1 and 3 of Scenario UOR and Version 1 of Scenario “Person occupies place”

that resulted from the fusion of Scenario UOR with Scenario “user occupies hallway section” to show the evolution

of the term “room”, which is present in all of these scenarios. In this sequence of scenario versions, the definition of

“room” evolves from being “a representation of physical space” to being the Java class that encapsulates the details

of the room.

Any viable system for scenario evolution needs to be able to track the evolution of a variety of artifacts, not just

scenarios.

2.6 Summary

This section has presented snippets from the case study used to validate and test the scenario evolution taxon-

omy. From the experience we gained during the elaboration of this case study, we refined the taxonomy and

included aspects that go beyond the scenario evolution process. We learned that the static aspects of scenarios as

products, represented through the relationships among the scenarios of a release, are intimately related to the evolu-

tion of the same scenarios and thus cannot be dissociated. Finally, the SEM, the SEF, and the SET should support all

the relationships and operations that we have noted. Moreover, the same set of relationships and operations have

sufficed for two other case studies we have performed. Therefore, we are confident that we have identified all the

relationships and operations needed for carrying out scenario evolution. What we learned allowed designing the

SEM that is the subject of the next section.

As we describe the SEM, SEF, and SET, we refer to figures showing screen snapshots from the prototype SET,

applied to the case study of Section 2. The reader will notice that these snapshots show information, relationships,

and operation results described throughout Section 2.

3 SCENARIO EVOLUTION MODEL

The previous section used parts of a case study to illustrate the complexities involved in scenario evolution. Our

claim is that scenarios should be used to support all stages of CBS development. Thus, it is essential to understand

how scenarios evolve. The experience gained in the case study allowed not only refining the scenario evolution tax-

onomy but also beginning to understand the mechanics of scenario evolution as a whole.

The result is the Scenario Evolution Model (SEM) depicted in Figure 7. The SEM is partitioned into three lev-

els: process, product, and instance. The process level has the scenario transformation operations that transform also

the Scenario Base (SB). The product level has several notations for schemas to represent scenario knowledge [54,

51, 37, 29, 45, 34]. The amount of detail represented by each notation is what determines the nature of the relation-

ships held among scenarios expressed in that notation and how to detect them. The instance level has the actual data
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in the formats dictated by the schemas at the product level.

Our understanding of the scenario evolution process is described as follows. At the process level, scenario evo-

lution is a series of operation applications, each of which has an effect on one or more scenarios, and as a result,

modifies the existing scenario configuration, to yield a new release. These operations were programmed using a sin-

gle notation, at the product level. From the instances of the scenarios that contain information particular to a given

domain, we deduce the relationships and dependencies among the scenarios of one release. These relationships and

dependencies, in turn, determine the choice of operation that can be applied over the SB to yield a new release.

The variety of relationship types is intrinsically dependent on the representation chosen to describe the

scenarios. The more detailed the representation, the more relationships are possible. Currently, a number of scenario

representations using natural language are available in the literature [54, 51, 37, 29, 45, 34, 21, 50], each with a

different amount of detail. It is reasonable to expect that a notation with more detail contains more information, thus

allowing the inference of more relationships.

It is from the relationship network among scenarios of one release that we can determine the relevance and vali-

dity of the application of any given operation. For example, from the observation that A is a precondition to B, we

decide that if A were removed from the SB, B would become inaccessible. Thus, A should not be removed.

Thus, it is possible to understand the scenario evolution process as a chain reaction among the elements present

in the SEM. There are relationships at the instance level, determined by the component structure imposed by the

chosen representation at the product level, and these relationships end up determining the applicability of the opera-

tions at the process level. Scenario evolution is thus a dynamic process, heavily based on relationships that hold

among scenarios, which in turn are both determined and limited by the notation used at the product level.

The SEM thus supports the documentation of all relationships and the application of all operations mentioned in

Section 2.

4 SCENARIO EVOLUTION FRAMEWORK

Scenario evolution requires generating and maintaining large volumes of highly connected written material that

undergoes many changes. Consistency within a version of a scenario, among versions of scenarios, and among

changes must be maintained. Thus, automated support of scenario evolution is essential. As with any other software

artifact or collection thereof, version management, configuration management, and tracing are needed. This section

builds a Scenario Evolution Framework (SEF) comprising a database for visualization, version management,

configuration management, and tracing, from the SEM and the lessons learned from the case studies.

4.1 Scenario Visualization with the Scenario Base

Scenarios describe day-to-day situations that potentially have different outcomes. A practical question arises:

“What is the best format in which to represent scenarios in order to understand complete scenarios and to validate

their contents with clients?” The biggest problems with scenarios and requirements in general is ensuring their
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completeness, in the sense of covering the problem. Ensuring completeness requires discovery of all missing

scenarios and all exceptions to any scenario. Fortunately, our experience has been that the mere reading of scenarios

tends to encourage the discovery of other scenarios and exceptions, in what is called the ripple effect. We therefore

want to allow a visualization that encourages this ripple effect.

An effective way to encourage this ripple effect is to set up an easily traversed database that provides multiple

views of the SB [18]. This database would typically contain the scenarios and related artifacts such as LEL entries,

the SRS (Software Requirements Specification document), object models, and CRC cards. Under one such scheme,

a release of the SB is a horizontal slice of the database, while one scenario’s history is a vertical slice of the same

database. Figure 8 shows the history of the Scenario “malfunction occurs” (MO) implemented in the proposed SET.

Another possibility is to view the artifacts related to a single version of a single scenario. Figure 9 shows the LEL

and the object model of the CBS related to Version 4 of Scenario MO.

Still another possibility is a variation of the history of a single scenario using the scenario operations as the

basis of navigation. Figure 10 shows the history of scenario operations applied to Scenario MO. The figure illus-

trates every operation with which the scenario was involved during its life cycle and all other scenarios involved in

these operations. The number of versions that were involved with Scenario MO is 6, which is a large number for

this particular case study. When we consider that the number of links to LEL entries and other software artifacts per

version of this scenario is around a hundred, it is clear that an automated, systematic scenario management process

is essential.

4.2 Version Management

We believe that existing version management mechanisms support scenario evolution in a natural way. Starting

from basic information elicited in the beginning of a CBS construction lifecycle, natural evolution refines this infor-

mation as a result of increasing understanding of the CBS’s macrosystem and its implications. This kind of evolu-

tion can be executed simply, using classical version control mechanisms that keep a history of changes.

Version control is defined as the process of coordinating and managing the development of evolving objects

[26]. In scenario-based CBS development, as well as in other fields of endeavor, evolution is characterized by suc-

cessive refinements of the involved objects. In many situations, it is useful to keep all intermediate versions of these

objects, for future reference or for backtracking. The number of those intermediate versions may be very large,

necessitating automated support for version control [57].

Section 2 describes some data drawn from one of several CBS developments that we conducted as case studies.

We observed that during CBS development, scenarios suffer a great deal of modification. We observed also that

scenario evolution is far from being a simple refinement process and cannot be managed by version control mechan-

isms alone. In reality, scenario evolution has a very strong transformational element. Rare is the scenario that

remains unaltered during the process. Merging, splitting, consolidation, and addition of new scenarios are just a few

of the possibilities for scenario transformation. Figure 11 tries to illustrate the complexities involved. The figure
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shows two axes, version and release. They are completely independent axes, i.e., a scenario does not have to change

version every time a new release is launched, and a scenario may undergo several versions before the next release.

In the case study, there are a variety of different change histories. One extreme example is scenario C3 that appears

first in Version 1 and remains unaltered during five releases. Another extreme example is Scenario C1, which gets a

new version in each release. In general, a new version of at least one scenario is made at each application of some

operation over a scenario or a group of scenarios. We have not only new versions of existing scenarios, but also

creations of new scenarios, e.g., Scenario C5.V4 evolved into Scenario C5.V5 and generated a brand new Scenario

C6.V1. It is also possible that changing one scenario contributes to changing other scenarios, e.g., changing

Scenarios C2.V1, C4.V1, and C1.V4 resulted in Scenarios C1.V5 and C4.V2 being changed from previous versions.

In general, as a result of the application of operations, new versions of scenarios are created or destroyed.

A scenario version may be based on one or more scenarios including its own previous versions. Thus, version-

ing maps naturally to a directed acyclic graph [17], rather than to a sequential graph or a tree. Superimposed on

Figure 11 is an acyclic graph made up of black and white curved lines; the line is white when its background is

black, and the line is black when its background is white. The left side graph shows the single Scenario C1.V4 both

deriving a new version of itself, C1.V5, and, in conjunction with scenarios C2.V1 and C4.V1, deriving Scenario

C4.V2. The right side graph shows the Scenario C5.V4 evolving into Scenario C5.V5 and originating the new

Scenario C6.V1.
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Figure 11: Example of Scenario Evolution

In order to trace the information encoded in a scenario, it is necessary to keep a record of the scenario’s

changes in a way that allows recreating the steps that led to any specific version. It is necessary to keep a history of

the contents of versions in a way that allows reconstructing any specific version. Such is the function of a version

control system [57].

4.2 Configuration Management

In a classical approach to configuration management [4], there should be for each version, information about

the creation of the version. Typically, this information includes items such as the date and time of creation, the
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author, and comments about rationale [43]. We adopted PUC-Rio’s Requirements Baseline (RBL) [38] as the model

for configuration management for use with the SEF, with the release taken as the unit of configuration management.

4.3 Traceability

Finally, the last requirement for SEF is for traceability of the information involved [19, 47, 48]. Traceability is

defined as the ability to identify the origins of requirements [23]. These origins may be users, clients, other CBSs,

documentation or any other sources of information directly related to the requirements. The task of maintaining

traces is extremely complex and labor intensive.

So far we have discussed scenario evolution focusing on scenarios alone, i.e., versioning of scenarios and the

launching of new releases of scenarios. However, independently of the method being used, the development of a

CBS is characterized by the elaboration of a series of artifacts that describe its many components and stages.

Among others and depending on the method chosen, there are object models, CRC cards, glossaries, data models,

conceptual models, and entity–relationship models. Each of these artifacts reflects the rationale behind the stage of

development in which it was conceived. As development unfolds, new scenarios are generated, and they must

reflect the decisions captured in the other artifacts from which they were generated. Thus, it must be possible to

trace from scenarios to these other artifacts and the other way around. In order to allow this tracing, it is essential to

make those connections explicit and part of the SEF.

4.4 Summary

This section has described a SEF that includes a visualization database, version management, configuration

management, and tracing, all of which are essential for scenario-based CBS development. The SEF was based on

the SEM and the lessons learned from the case studies and provides the framework for carrying out all operations

noted as necessary in Section 2.

5 SCENARIO EVOLUTION TOOL

We prototyped the SET (Scenario Evolution Tool) that implements the Scenario Evolution Framework (SEF)

presented in Section 4. As shown in Figure 13, the SET has a three-layer architecture:

1. The bottom layer has the database, responsible for the storage of the scenario contents as well as information

related to the evolution itself, i.e., rationale, operation log, and configuration. In addition, process information,

such as date, hour, creation and links to other objects, is stored in the database, to ensure traceability.

2. The middle layer has the software responsible for processing the Scenario Evolution Model (SEM) information.

Some of the software compiles queries entered by users into the format that is accepted by the database. Other

software carries out the actual queries in the database. In addition, this layer implements the navigation capabili-

ties that allow tracing among objects.

3. The top layer has the user-interface software. This layer enables all interactions with the SET and is the only

layer to which users have access; the other two are hidden behind this layer.
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The SET prototype was implemented using the relational database MS Access running on a Windows NT plat-

form. This choice of database software is justified by (1) its general availability on this widely available platform,

(2) its big installed base, and (3) its portability compared to other similar products. Remote access tests were con-

ducted via the Internet, from both in Brazil and abroad, to demonstrate that the prototype’s performance is adequate.

The software layer was implemented using Version 2.0 of Active Server Pages (ASP) technology, which pro-

vides mechanisms to access databases from remote locations using ODBC derivatives, and which makes it easy to

create and manage dynamic pages. We preferred this language to similar ones, such as LUA and PERL, because we

believed that compatibility problems would be reduced when working with software from a single vendor. Part of

the ASP code is an SQL command that sends a query to the database according to the user’s arguments, and the rest

of the ASP code is concerned with translating the outcome of the query into HTML format.

The user interface is implemented through the user’s own browser. The reasons for choosing this paradigm

were: (1) the ease of use by users, (2) the large installed base, and (2) the possibility to make the prototype available

to the rest of the community. Using an HTML interface greatly reduces the learning curve of the SET, since most

users are already familiar with browser use and navigation. Implementation was simplified not only because all the

required software already existed off the shelf, but also because this kind of interface provides templates for page

creation. Figure 12 shows the result of a query using the SET. It shows the results of a specific operation that took

place during the release of Spec I. Among the details exhibited are the person responsible for applying the operation

and her rationale, information described as necessary in Subsection 2.4.

5.1 Example

This subsection shows an example of the use of the SET, so that later we can define more precisely the SET’s

internal structure and its relationships to the SEF. A typical interaction with the SET is illustrated in Figure 13.

In this interaction, we have just made a query to determine the tracing links from a specified scenario version to

other artifacts in the SB. The process, seen from left to right, begins with the first interaction in the browser win-

dow. For economy reasons, we assume that the user has already chosen the “Trace” option from the home page and

has chosen the option “traceability of any given scenario to other artifacts”, as opposed to the option “traceability of

a given scenario to other scenarios in the SB”. The user is then presented a page titled “Choose a Scenario” that con-

tains every scenario in the SB, and she chooses the scenario that she desires to examine.

The chosen scenario is processed by ASP code in the leftmost ASP page, which assembles a query in which all

versions of this particular scenario are selected. The query is then sent to the SB, which in turn sends the result to

the same ASP page. This ASP page converts the result, provided in the databases’ table format, into HTML format,

and the result is forwarded to the browser to be displayed to the user as the middle screen, titled “User Occupies

Room”. This screen displays the list of every version of the scenario chosen by the user. She chooses a scenario

version about which to make a query. In order to locate all traces of the scenario version, it is necessary to make

several queries to the SB. This query results in another ASP page, the middle one, and more accesses to the SB. The
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result is the contents of the chosen scenario, its direct links to the LEL entries, and a list of links to other artifacts,

such as object models and CRC cards. In addition, the history repository of the SB returns the creation data of the

chosen scenario, i.e., the releases to which it belongs and the operations with which it is involved. This information

is processed by the same ASP code and transformed into HTML format for display to the user, as the rightmost

screen of Figure 13. (Figure 9 is the corresponding screen for a version of another scenario.) The screen contains

several links, shown as words in gray, which, when pressed, are manipulated by another ASP page, the rightmost.

Most of these links either are in the scenario contents and are links to LEL terms or are links to other software

artifacts. Heterogeneous artifacts that were not generated by the SET are stored in the RBL. The pages that display

them have to be dynamically created by some ASP code. This possibility is represented in Figure 13 by the

“Results” arrow that comes out of the rightmost ASP code box in the middle layer. In reality, most queries result in

pages with dynamic links that go to other artifacts and scenarios in the SB.

This example should give an idea of the way in which the SET works to provide the views and operations sug-

gested throughout Section 2. We now detail the SET’s structure, taking into consideration the components of the

SEF discussed previously.

5.2 Structure

Structurally, the SET is divided into two parts. The first part is fixed and implements the objects of the SEF

whose configurations do not change. The second part consists of the modules whose configurations can be changed

by the user by entering her instantiation arguments to yield a specific instance of the SEF. The fixed part is imple-

mented at the database level, in which the data storage is located and at the software level, in which the data are

compiled, the configuration is managed, and the SB is searched. The objects of the SEF that comprise the fixed part

are: scenario, version, operation, release, relationship, history, and component. These objects are distributed

throughout repositories located in the bottom layer of the SET.

The methods provided by all fixed objects are implemented in ASP in the software level and use information in

the data repositories as arguments.

A scenario-based CBS development in the SET is carried out in an instantiation of the SEF. The configurable

objects are parameterized at the moment an SEF is instantiated by the user. These objects, as opposed to the fixed

objects, use arguments provided by the user during instantiation. The middle, software layer has both the class

methods and the code responsible for the instantiation itself, i.e., the database configuration and the code and navi-

gation strategies of each particular instance. The configurable objects are: presentation, trace, and rationale. The

presentation object, responsible for the data presentation, is the only object whose implementation permeates all

three layers. Even though the navigational strategy is implemented mostly by code located in the middle layer, there

are navigational elements also in the other two layers. The database layer has the pointers to other artifacts. These

pointers are distributed in the scenario contents and in a special table called trace, located in the SB in the database

layer. This table keeps track of the traces among scenarios and other objects. The interface layer has the normal
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navigational mechanisms found in browsers, such as the “back” button and the history of previously visited pages.

The way that a rationale object is presented in the SEF is directly related to the operations performed over the

scenarios. It is stored in the operation history repository of the SB and keeps information related to other fixed ele-

ments of the SEF.

The next subsection describes an example of a session with the SET during which some SEF elements are

instantiated.

5.3 Framework Instantiation

The SET allows users to instantiate the SEF through a sequence of pages at the moment the SB for the applica-

tion is being created. The user defines the parameters for the instance. These parameters indicate the information to

be captured in the instance. Figure 14 shows an example of a page in which the user can indicated that he wishes to

capture the rationale and to set for which operations the rationales are captured.

Once instantiation is finished, the user may begin to populate the SB. If the user chose to capture the rationale

for scenario creation operations, he has to enter the reasons for the creation of each new scenario entered. However,

when a scenario results from the Include operation, the user has to enter only the scenario contents.

From SEF instantiation on, every modification of the scenarios in the SB will be the result of the application of

one or more operations. The user first chooses the operation and the scenarios involved. The second step is to supply

the necessary information and modifications for the chosen operation, e.g., in a split, it is necessary to choose names

for the new scenarios and to distribute the contents of the original scenario into the new scenarios, rewriting the con-

tents whenever necessary. For a Modify operation, the user must change the contents of the scenario in question. For

an Encapsulate operation, the user chooses the components of the involved scenarios that end up in the resulting

scenario. These changes can be requested by the user through the use of a form containing spaces to be filled with

the data and rationale for one operation.

Once the SEF is instantiated and the SB is populated, visualization of the evolutionary process is possible along

any of the three dimensions, version, release, and tracing. Figures 15 a and b show a sequence of screens in which

the user selects a specific release and then can examine every operation that was performed on the scenarios that

participate in the release, as suggested should be possible throughout Section 2.

5.4 Underlying Process Model

The SET supports the evolution of scenarios sets by implementing the following process:

g Apply similarity measures [8] to the scenarios of a release R.

g Identify relationships held among the scenarios in R. The results of this step is illustrated by Figure 2.

g For each identified relationship in R, the SET provides a set of suggested operations [8, 7] that can be applied to

the subset of R related by the relationship.

g For one relationship of a subset of R, if more than one operation is possible, the user decides which operation, if
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any, is to be applied. The user may choose not to apply any of the suggested operations.

g Apply chosen operations to the scenarios.

g The result is a new release of scenarios, as described in Subsection 2.3 and illustrated by Figure 11.

5.5 Evaluation of the SET

The SET was used to implement the simulation of the Light Control System (LCS) for the Computer Science

Building at the University of Kaiserslautern. The full implementation of the LCS is described in [8]. The SET was

used to implement also the graduate studies database for the Departamento de Informática at the Pontifı́cia Univer-

sidade Católica in Rio de Janeiro. For both of these implementations, the SET was found to be useful. The SET

documented all relationships and permitted all operations identified as essential in Section 2. The full implementa-

tion is described in [7].

The process to instantiate the SEF to make the SET for each of these projects was straightforward, but quite

frankly, contained too many steps. However, once the instance of the framework was available for use, the inclusion

of scenarios and the subsequent evolutionary process was facilitated by the presence of the scenario specification

template and the limited choice of operations.

Thus, the SET proved successful as a proof-of-concept prototype for a scenario evolution management tool

based on the SEF.

Because some of the users of the SET were not familiar with the use of scenarios and of the operations avail-

able, it proved necessary make a help tool for the SET that described heuristics for choosing operations to apply to

the current set of scenarios.

In the end, some groups started to use the tool to jointly visualize the scenarios while working collaboratively

on them. This was a pleasant surprise because the tool was not designed specifically for collaborative work.

5.5 Summary

This section has presented the prototype of an SET that implements the SEF. The SET allows a user, through a

configuration session, to create instances of the SEF that best suit his needs.

6 OTHER WORK

Our work differs from other work both in the concept of scenarios and in the tools for working with scenarios.

6.1 Concepts

The CREWS scenario classification framework [50] offers a perspective on the dynamics of scenario evolution.

A scenario may be either a transient or a persistent artifact, depending on its usage in the software development pro-

cess. Persistent scenarios are created, transformed, and deleted by the execution of operations. The CREWS frame-

work provides five scenario operations, namely, Refine, Expand, Delete, Integrate, and Capture. The CREWS

Refine, Expand, and Delete operations are equivalent to our intrascenario operations of Modify, Include and Remove,
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respectively. The CREWS Integrate operation relates to the notion that a scenario is a story. As such, several

scenarios can be integrated to provide a broader view of functionality. Thus, the CREWS Integrate operation

corresponds to our Fuse, Encapsulate, and Consolidate operations of the second group of interscenario operations,

described in Subsection 2.1. Our approach distinguishes between the operations by the amount of overlapping

information shared by the argument scenarios. Our approach thus allows for a richer tracing among the scenarios

and requires documenting the reasons for invoking the Integrate operation.

Our approach, however, does not provide any operation corresponding to the CREWS scenario capture process.

We offer only the intrascenario Add operation that allows the addition of a new scenario to the SB. Of course, when-

ever a scenario is added to the SB, some elicitation is likely to have taken place to get the information in that

scenario. The source of this information is requested in the rationale portion of the interface for the Add operation,

but from where the information came is not made explicit by the choice of the operation itself. One possibility, as

suggested by CREWS framework, is to distinguish the operation of adding a brand new scenario from that of adding

a previously written scenario, e.g., reused from another project. There would be a new operation added to our taxon-

omy, Reuse, for this latter purpose, thus reserving Add for the former purpose.

Antón and Potts [2] did some of the early work on scenario frameworks. Their framework differentiates

scenarios according to two criteria: (1) what scenarios are and (2) to what they are applied. Scenario representations

can be classified also according to seven dimensions: (1) ontology, (2) emphasis, (3) surface structure, (4) frame of

reference, (5) span, (6) level of detail and (7) mood. The scenario component structure is an extension of the

scenario classification framework proposed by the CREWS Project [50], in which the authors recognize the dimen-

sions of goals, contents, format, and life cycle with which to classify scenario usage.

Subsection 1.1 notes that “scenarios”, as used in this paper, are closer to the literature’s use cases than to

“scenarios” meaning use-case instances. However, there is more to our scenarios than to use cases. The usual use-

case approach concentrates on the interface between the macrosystem and the software alone, with little regard to

the context and environment in which the CBS will be deployed [29, 5, 52]. Indeed, according to Leffingwell and

Widrig [35], the use-case technique can be used to “understand the behavior of the system we are going to develop,

as opposed to understanding the behavior of the business the system is going to operate with”. Schneider specifies

that use cases are “to be used to describe the outwardly visible requirements of a system” [52]. In our approach, we

use scenarios as a means to understand and model the macrosystem as a whole before dealing with CBS interfaces.

Also Kulak and Guiney [33] observe the necessity of identifying dependencies among use cases. Actions such

as including a new use case, adding functionality to the CBS, or removing functionality from a use case, can be

done only if the dependencies among use cases are identified. They describe a tool called the Content Matrix that

summarizes the use cases of a CBS. This matrix includes information that relates use cases to each other and that

ranks use cases by priority and importance. This matrix includes also for each use case, information on its pre- and

postconditions, assumptions, exceptional and alternative paths of action, triggers, author, and creation date. Their

final use case output bears more similarities to our approach to scenario description than to the mainstream
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representation for use cases [29, 52, 3]. However, they do not make a distinction among types of dependencies and

offer no support to aid identification of the dependencies.

In order to organize use cases, Armour and Miller [3] show how to determine use case dependencies from the

use cases’ pre- and postconditions. This concept is similar to the determination in our SEF of dependencies based on

scenario preconditions and possible precedence relationships. Armour and Miller added also the concept of descrip-

tion in order to capture the information represented in the use-case model. There are three levels of descriptions:

initial, base, and elaborated. The levels are used progressively to describe “the activities performed, alternative

flows, conditional logic to document exceptions and alternative processing” [3]. Some use cases are organized also

into a group to make what is called a business function package that summarizes a responsibility of the system

viewed from a business’s functional perspective.

Cockburn [14] suggests keeping some additional information with each use case. Besides the use case’s

authors, release number, and goals, one should keep the use case’s business value, complexity, completeness, per-

formance requirements, and external interfaces. In the event that only part of the functionality is delivered in a

release of the CBS, it should be noted with each use case, (1) the release in which any part of the use case’s func-

tionality shows up and (2) the release in which the full functionality of the use case will be delivered.

The common theme in our and all of these other approaches is to store information above and beyond the basic

use case with each use case. This additional information ensures traceability and allows for minimal configuration

management.

6.2 Tools

The PrimeCrews software environment addresses scenario tracing [24, 25]. In its current version, the environ-

ment automates the generation of the links between usage scenarios and goal models using typed relationships;

These types are: positive, negative, attains goal, and failure. The PrimeCrews tracing strategy is based on the con-

ceptual model provided by the CREWS predecessor project, NATURE [30]. NATURE aimed at the development

and evaluation of Novel Approaches to Theories Underlying Requirements Engineering. It implemented a portion of

the IBIS model [15] to capture design decisions made during the requirements engineering process. The original

NATURE dependency model provided eighteen different types of dependency links that can be established between

traced objects [44]. There is no limitation on the granularity of objects that can be traced; a sentence, argument, or

even a word may be specified as a trace object and connected to any other object using a typed dependency link.

IBIS is one of the default rationale techniques that can be instantiated by the proposed SET tool. Full support

for IBIS’s required data is provided and the records IBIS creates are made available to all stakeholders. We allow

IBIS records for other conceptual models, such as object models, entity–relationship diagrams, and business models.

Our basic trace object is the scenario. We do not allow trace links between scenario elements and other artifacts,

although each link has an optional text box into which users may add comments about the link. We do not support

typed tracing links in our SET.
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Another tool that provides automated support is proposed by the CREWS-SAVRE team [55, 56, 41]. This tool

allows semiautomatic generation of instances from use cases. This tool should be used only during requirements eli-

citation. However, it allows the identification of inconsistencies and the detection of incompleteness in the require-

ments as they are compared to the generated instances.

Ian Alexander has built a scenario-management add-on to the Doors tool [1]. It allows creating, editing, and

managing use cases (scenarios, in this paper’s terminology) that are kept in the same environment as are the require-

ments. Direct traces from use cases to requirements are thus obtained as an extension of the core functionality of

Doors, which includes enabling copy-and-link and linking by attribute, by filtering, and by drag-and-drop. The tool,

however, does not provide for internal tracing among the use cases.

CaliberRM* [6] is a collaborative Requirements Management System. CaliberRM focuses on the capture and

maintenance of requirements, which are stored as natural language sentences. Similar to the SET approach, a glos-

sary of terms is used to encourage consistent usage of terms. The tracing strategy used by the tool assumes a

requirements perspective, i.e., it links requirements to other software artifacts, such as use cases, files, and tests, but

is not concerned whether these artifacts are interrelated.

RequisitePro [16] focuses on requirements and their management. In RequisitePro, a use-case specification

consists of mainly textual descriptions, as in the SET. However, the RequisitePro use cases are kept separate from

the requirements in the visual modeling tool’s storage. It has become clear that it is important to relate use cases to

requirements and to manage the use cases along with the requirements. Consequently, RequisitePro explicitly traces

from each requirement to the related uses cases. It traces from requirements also to implementation artifacts. In this

sense, the evolution of use cases is supported by the tool. It is not clear from the literature whether it is possible to

use differences between versions of a use case (scenario in our vocabulary) for analysis. However, since

RequisitePro uses the current standard UML representation for use cases [5], and this representation lacks specific

expressions of context, resources, goals, and exceptions, it is hard to see how RequisitePro would even able to

address all of the issues that the SET can.

7 CONCLUSIONS

The difficulties in managing scenario-based CBS development have been systematically reported in the RE

literature [50, 31, 60, 58]. The lack of a method that supports the use and evolution of scenarios has been a keen

impediment against integrating scenarios into RE practice.

In an attempt to reduce the problems and to provide automated support for scenario evolution, we embarked on

a study of scenario-based CBS development. At first, we focused on deepening our understanding of scenario evolu-

tion. We organized several detailed case studies of scenario-based CBS development. The results of the case study

led to formulation of an SEM. Based on a set of identified relationships and operations, the SEM explains the vari-

ables involved in scenario evolution. It makes a clear distinction between process and product. By restricting users

iiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiiii

* CaliberRM is a trade mark of Borland Corporation.
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to a limited set of operations, we force some discipline in the evolutionary process, facilitating overall understand-

ing.

The main contribution of this paper are the observations that

1. as requirements evolve over time, so do requirements captured in the form of scenarios, and

2. scenarios are first class requirements artifacts that must be managed as any other requirements artifact, such as a

sentence of specification, and as any other software artifact, such as code or a makefile.

It is already well established that the management of evolving artifacts benefit from a software development

environment [59] that allows keeping a full history of versions of artifacts and tracing between temporally and

semantically related artifacts.

The use of scenarios to support the requirements specification and development of several nontrivial software

systems, has shown

1. that scenarios change as much as any other artifact,

2. that it must be possible to trace among related scenarios and among scenarios and other artifacts, and

3. what sorts of scenario manipulation operations are done in the process of deriving requirements and the eventual

system from the scenarios.

These relationships and operations have formed the basis of the SEM.

Starting with the SEM and incorporating software management ideas, we propose the SEF as a means to make

systematic the use and management of scenarios in the context of CBS development. The SEF is configurable, and

by the instantiation of hot spots, it allows its users to define personal strategies for managing scenario evolution.

Thus, the SEF is an organization that allows the systematization and evolution of scenarios according to engineering

principles, i.e., safely and in a repeatable fashion [28, 22, 46].

The SET is a demonstration prototype whose purpose is to prove the concept that tool support for scenario evo-

lution and management is possible to implement and to demonstrate that the SET functions as envisioned. The SET

offers automated support for the SEF. Implemented on top of a Web platform, the SET uses the standard Web

browser GUI tools to enhance the visualization of evolution. One of the greatest advantages of scenario-based CBS

development is facilitating validation with clients. For this task, the visualization offered by the SET plays a

significant role [56, 41, 50].

The most important contribution with regard to tracing of artifacts is the semantics associated to each tracing

link. When, for example, scenario A is modified to yield scenario B, that modification is O one of the scenario evolu-

tion operations described in Subsection 2.1. As a consequence, in the trace that is maintained in the SB, there is a

link from A to B, and that link indicates that O was used to derive B from A. Additional information associated with

the link include a statement of the rationale behind the modification. In this way, the tracing links capture the history

of the scenario evolution. The set of operations defining the semantics of links are precisely those identified during

the case studies of the use of scenarios to support the requirements specification and development of several non-

trivial software systems.
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